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Software quality models are frequently used in large projects. They give guidance in what
requirements to collect, architectural qualities to consider, and what to test. In the
literature, several quality models have been defined. Some of them are focusing on model-
specific quality attributes, while others vary in scope, level of details. Some use elaborate
frameworks taking many perspectives into account; other use traditional frameworks based
on a hierarchical breakdown of quality. The paper’s purpose is to compile quality attributes
recognized by researchers in framework quality into a common and established framework.
A clear picture of quality attributes is presented in the form of a software manual. Such a
picture would be useful for researchers as it defines the relationships between the attributes
and identifies some properties for each of them. In addition, one of the advantages of the
framework is that it can be easily updated by any new attributes discovered by researchers.
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1. Introduction

Quality is a functional and artistic
measurement used to specify user satisfaction
with a product, or how well the product
performs compared to similar products. A
model is an abstract form of reality, enabling
details to be eliminated and an entity or
concept to be viewed from a particular
perspective. This is one reason why a quality
model has become essential for ensuring that
a firm product and process meets customers’
needs [1]

As software becomes more and more
pervasive, there has been a growing concern
in the academic community about software
quality. Software Quality is the degree to
which a system, component, or process meets
specified requirements and customer or user
needs or expectations [2]. In the last 15 years,
the software industry has created many new
different markets, such as open source
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software and commerce over the Internet.
With these new markets, customers of
programs now have very high expectations on
quality and use quality as a major drive in
choosing programs [3].

Developing high quality software is hard
[1]; It is a complex concept, due to the large
number of quality attributes that can be
addressed [4, 5]. In order to know if quality
has been achieved, or degraded, these
attributes have to be measured. From this
viewpoint, it is necessary to define a model
that considers quality requirements for
software system [5, 6]. However, defining the
most important attributes to measure and
how to measure is the difficult part.

Different authors and organizations have
proposed different models intended to evaluate
the quality of software in general [2, 7]. A
difficulty is that different quality models tend
to differ with respect to classification and
definition of attributes [7]. Due to this
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difficultly, 1SO and IEEE have tried to
standardize software quality by defining
models that combine and relate software
quality characteristics and sub characteristics
[8].

In this context, this paper describes the
problems related to defining a software quality
framework, describing the quality attributes
and related metrics for the system evaluation.
The new proposed classification addresses the
following questions: 1. which quality criteria
should be considered for the evaluation of
specified system characteristic, 2. how we can
evaluate them by wusing different quality
metrics and, 3. which stakeholder should be
responsible for such an evaluation.

In order to answer the above questions,
the following work has been done:

1. A list of the most common and most
frequent dimensions included in the most well
known models has been defined as a
hierarchy of factors, criteria and metrics.
Discovering the relationship and interaction
between them. This hierarchy will be used as
a cross reference manual for determining the
influence of each factor, criteria and metric on
each other.

2. Proposing a new model based on the new
classification and the common aggregation
approach (weighted average or sum) for the
evaluation of software quality attributes.

2. Quality models

In order to understand and measure
quality, scientists have often built models of
how quality characteristics relate to each
other [9]. So far, scientists have prepared
many models intending to cover the entire
software development. In this paper, a number
of important quality models are mentioned
[10]. The quality models are categorized in two
categories: Primitive Models and related
Models. '

2.1. Primitive models

Primitive models are the most standard-
ized and the best known. Some authors
consider them as the most used quality model
and the basics for all related research [11-15].

Those models are categorized into hierarchical
and non hierarchical models.

2.1.1. Hierarchical models

In this section, the most important
hierarchical models are mentioned because of
their importance and usefulness in the
classification of the quality model attributes.
Moreover, these models will be utilized as the
basis for the new classification perspective
represented in this paper.

2.1.1.1. McCall model (1977): McCall proposes
one of the first structured quality models.
Some authors consider McCall’s model as the
first and the most used quality model [9].
Fig. 1 illustrates the model framework which
is divided to the following levels:

1. Highest level: specifies the major aspects
or factors which represent the management or
customer view of product quality.

2. Middle level: specifies the attributes that
provide the characteristics for the factors. Few
criteria are defined for each factor.

3. Lowest level: specifies the software quality
metrics that measure the software attributes.
Further, these factors are categorized based
on the uses of a software product as follows:

e Product Operation: refers to the product’s
ability to be understood, to be stable and
functional.

e Product Revision: is related
correction and system adaptation.
e Product transition: is related to portability
characteristics assuming rapidly changing
hardware.

One of its major contributions is the
relationship created between quality
characteristics and metrics, although there
has been criticism that not all metrics are
objective. One aspect not considered directly
by this model was the functionality of the
software product [4, 8 and 9].

to error

2.1.1.2. Boehm model (1978): Boehm defines
software quality in terms of qualitative
attributes and measures it using metrics. The
model is based on a wider range of
characteristics and incorporates 19 criteria.
Fig. 2 presents the hierarchical levels as
follows [16]:
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Fig. 1. McCall quality model.

e High level: defines basic functionalities

which can assist in measurement of software

quality. It represents basic high-level

requirements of actual use It addresses three

main questions that a buyer of software has:

e As-is utility: How well (easily, reliably,

efficiently) can I use it as-is?

e Maintainability: How easy 1is it to
understand, modify and retest?

e Portability: Can I still use it if I change my
environment?

e Intermediate level: Contains the same

quality factor proposed by McCall as well as

these factors constitute the overall
expectations which customer hoping from the
product.

e Lowest level: exhibits the metrics

hierarchy and defines the factors which help
measuring and ensuring the certain level of
hierarchy.

The Boehm model is similar to the Mc Call
model in that it represents a hierarchical
structure of characteristics, each of which
contributes to total quality but it has a few
notable differences. Boehm's notion includes

user's needs, as McCall's does; however, it
also adds the hardware yield characteristics
not encountered in the McCall model [11].

One obvious difference is its factoring of
quality characteristics. As an example, in
McCall's model maintainability and testability
are at the same level which means in McCall's
model a product can be maintainable without
being testable and vise versa. In Boehm's
model, testability is a sub factor of
maintainability, which means an increase in
testability implies an increase in
maintainability. By itself this isn't necessary
an important distinction but it does point out
the difficulty of having a definitive quality
model.

Another way Boehm's model is different
from McCall's model is that Boehm's model
applies only to code and the fact that Boehm
is the strong believer that quality has much
more to do with maintainability and related
terms [11, 15]. However, Boehm’s model
contains only a diagram without any
suggestion about measuring the quality
characteristics. [15].
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Fig. 2. Boehm quality model.

Fig. 3. FURPS quality model.
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2.1.1.3. FURPS model (1987): FURPS model
presented by Robert Grady is used to simplify
the process of defining the appropriate
measurements in each life cycle phase
(Specification / Design / Implementation/
Testing/Support), through focusing on specific
quality criteria. It stands for five quality
criteria which are divided into 27 sub-
characteristics as shown in fig. 3. These
criteria are decomposed into two different
categories of requirements:

e Functional (F): input and expected output.

e Non-functional (URPS): Usability,
Reliability, Performance and Supportability.

Each of the quality criteria maps to one or
more metrics. Using the FURPS model
involves two steps: 1. Establishing priorities,
2. making quality attributes measurable.

Establishing priorities are important
because of the trade-offs involved between
quality factors. Thus the decision has to be
made, what type of quality is relevant in a
given project and a prioritized list of quality
factors has to be defined. Once priorities have
been established, measurable goals for each
quality factor have to be defined. These
measures are, as the priorities, project specific
and also depend on the phase of the life cycle.

FURPS itself does not contain a technique
to derive the metrics for the quality criteria. In
general this derivation is context and project
(customer) dependent, unless a static
definition of quality is given. Goal oriented
measurement approaches can help in finding
the appropriate metrics. In practice some
metrics will be reused from project to project,
though this is not recommended.

The perspective of the quality factors and
the quality criteria is product and customer
oriented. But, there is a loose integration of
the user and the product view. In the context
of embedded systems, FURPS model has been
used in the development for software and for
hardware/software  systems like Boehm
model. Experience showed that aspects of
reliability and supportability were heavily
influenced by hardware design decisions. One
disadvantage of this model is that it fails to
take account of the software product's
portability.

2.1.1.4. ISO 9126 (1991): ISO 9126 is an
international standard for the evaluation of
software. It is an extension of previous work
done by McCall 1977, Boehm 1978. It
represents the latest (and ongoing) research
into characterizing software for the purposes
of software quality control, software quality
assurance and software process improvement
[14, 15]. ISO/IEC 9126-1 defines a quality
model in terms of:

e Internal quality: is evaluated using internal
attributes of the software (design modularity
and compliance). How the product was
developed e.g. size, test and failure rate.

e External quality: is evaluated when the
software is executed, typically during formal
testing activities. How the product works in its
environment.

e Quality in use: refers to the user’s view of
the software quality when they use it in a
particular environmental context. In other
words, quality in use is evaluated after the
software is deployed to the operational
environment. The quality model for quality in
use is categorized into four characteristics:
effectiveness, productivity, safety and
satisfaction.

The set of ISO 9126 quality views in fig. 4
is based on the belief that internal quality has
an impact on external quality, which in turn
has an impact on quality in use. Therefore,
the achievement of quality in use depends to
some extent on the achievement of external
quality, which in turn depends on the
achievement of the internal quality of the
software product itself.

As shown in fig. 5, the internal and
external quality models share the same
hierarchical structure, with two levels. The
first level has six characteristics, which are
broken down into 27 sub characteristics in
the second level.

The advantages, or in other words, the

most important features of this model are
that:
e This approach to quality evaluation
decomposes the concept of quality into a set of
lower level quality characteristics that are
recognizable properties of a product or service
which refine "quality" into something more
concrete and measurable [16].
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Fig. 5. ISO 9126 quality model.

e It defines the internal and external quality
characteristics of a system, where the internal
attributes influence or determine the external
attributes obtained by the end-user [11].

e It is generic so it can be applied to any
software product by tailoring to a specific
purpose [10].

e It defines a three-level (strict) hierarchical
structure of quality concepts [17].

e Familiar labels or single words are used to
identify each characteristic and sub
characteristic, using terms that are commonly
understood in practice [17].

e It consists of concise definitions, where
each characteristic and sub characteristic is
defined using a single sentence [17].

e Even evaluation procedures are defined in
a separate standard to illustrate procedures
for conducting product evaluations [18].

e It is preferable because it represents a
broad consensus among researchers and

684

practitioners and is widely accepted and used
in practice [17].

e It provides a common vocabulary to
express quality of user needs.

But its major disadvantage is that it does
not provide a clear way to measure these
quality aspects [9]. Pfleeger [19] reports some
important problems associated with ISO 9126:
1. There are no guidelines on how to provide
an overall assessment of quality and rather
than focusing on the user view of software, 2.
The model’s characteristics reflect a developer
view of software. For the most part, the overall
structure of ISO 9126 is similar to past
models, McCall (1977) and Boehm (1978)
since they use hierarchical frameworks, but
they use different quality frameworks and
terminology. ISO 9126 model reflects a user
view since sub characteristics relate to quality
aspects that are visible to the user; McCall’s
model reflects a product view since criteria
relate to internal software properties.
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Fig. 6. Dromey model.

2.1.1.5. Dromey model (1996): Unlike the
previous model, Dromey takes a different
approach to software quality model. The model
is based upon the product perspective of
quality. He has built a quality evaluation
framework that analyzes the quality of
software components through the
measurement of tangible quality properties. As
illustrated in fig. 5, these components all
possess intrinsic properties that can be
classified into four categories:

e Correctness: Evaluates if
principles are violated.

e Internal: Measure how well a component
has been deployed according to its intended
use.

e Contextual: Deals with the external
influences by and on the use of a component.

e Descriptive: Measure the descriptiveness of
a component.

This model doesn't consider the efficiency
of software to determine the quality of
software [20. The disadvantage of the Dromey
model is associated with the high level quality
attributes  (maintainability, functionality,
reliability) which can't be built into the
system. The alternative way to input quality is
identifying a set of properties and build them
up consistently, harmoniously and fully to
provide high level quality [11]. It is not feasible
to judge both attributes Reliability and
Maintainability of a system before it is actually
operational in the production area [5]. Links
must be established between tangible product
properties and intangible quality attributes.

some basic

2.1.2. Non-hierarchical models

The non-hierarchal models can be
considered as sequential models. Unlike
hierarchal models, they have the lack of
identifying sub attributes for the associated
high level attributes. In addition, it is not clear
how to measure the quality of those attributes
[15]. The most known of them are summarized
into the next subsections.

2.1.2.1. Bayesian Belief Networks (BBN): BBN
are powerful models for modeling causes and
effects in a wide variety of domains. They are
compact networks of probabilities that capture
the  probabilistic  relationship  between
variables, as well as historical information
about their relationships effects via an
intuitive graphical representation. Each of the
variables in the BBN is represented by nodes.
Each node has states, or a set of probable
values for each variable. Nodes are connected
to show causality with an arrow indicating the
direction of influence. These arrows are called
edges. It is very effective for modeling
situations where some information is already
known and incoming data is uncertain or
partially unavailable. Because of all of these
capabilities, BBN are being increasingly used
in a wide variety of domains where automated
reasoning is needed [20].

2.1.2.2. Star model: The star model is a
conceptual model based on the acquirer and
supplier as defined in ISO/IEC 12207 (1995)
[20]. As shown in fig. 7, there are three
elements: Procurer, producer and product.
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Fig. 7. Star model.

e Procurer (acquirer):

¢ Enters in a contract with the producer to
create software product and specify its quality
characteristics.

e The lead party in any contractual
arrangement because it is the acquirer's users
and technical support professionals.

e Dictates profile and maturity of the
supplier organization who dictate the success
or failure of the software product. The
procurer's perspective of the:

e Producer: they use the best project
management techniques available and that
they engage in first-rate processes to create a
quality product.

e Product: it must be acceptable by the user
community and that it can be serviced and
maintained by their professionals.

e Producer (supplier): The model focuses on
its maturity as software developers and the
development processes that they used to
create quality software products” [20].

2.2. Related models

This section gives a quick highlight on
some of the quality models in the literature.
These models were taking the one or two of
the hierarchal models as the basis for these
working mechanisms.

M. Goulao’s work (2002) [15] proposed the
component quality model. However, this work
only proposed the quality attribute without
definition of metrics.

Martin-Albo’s work (2003) [14] proposed the
component quality model. This work is based
on ISO 9126. However, this work defined the
only characteristics and sub characteristics.
Proposed metrics by this work might not
measure the value. This work only defined the
definition of metrics. Also, this work was not
reflecting of component specific features since
the work intends to apply all characteristics of
ISO 9126 to component quality model.

C-QM (2003) [12]: This work was based on the
features of COTS components and we defined
its. quality model which consists of
characteristics, sub characteristics, and
metrics for evaluating COTS components. The
work derived 4 characteristics (functionality,
reusability, maintainability, and confor-
mance), derived 12 sub characteristics and
metrics for measuring the characteristics.
However, scope of this work is limited as
COTS components. Therefore, quality model of
extended business component are needed
Losavio F (2003) [18]: proposes an ISO 9126-1
based technique to specify the relevant quality
characteristics, refined until the attribute level
or measurable items, involved in the
architectural design process.

OSMM Model (2004) [17]: Decomposes the
quality model into six constituents (Product
software, Support, Documentation, Training,
Product integrations and Professional services),
each one having some weight. The evaluator
assigns a score to each element and the final
evaluation mark is the weighted sum of the
scores. It is simple and thus easy to apply, it
is often criticized for not taking into account
some important software artifacts, such as the
source code itself.

Victor B (2005) [18]: presents a top-down
approach to establish a  goal-driven
measurement system: 1. the team starts with
organizational goals, 2. defines measurement
goals 3. Poses questions to address the goals
4. Identifies metrics that provide answers to
the questions.

Knight and Burn (2006) [13]: summaries 12
widely accepted Information Quality (IQ)
Frameworks collated from the last decade of
Information System research. The frameworks
share a number of characteristics regarding
their classifications of the dimensions of
quality. Their analysis reveals the common
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elements and shows that the most well known
models and the basis of the different
frameworks are McCall, Boehm, FURPS, ISO
9126 and Dromey.

The main difference between these works
and the work represented in this paper is the
size of the domain for which the quality
attributes are defined.

3. Proposed classification

In spite of the differences and the
similarities between the different models
discussed in the previous section; it is found
that the common objectives between all the
models are to find the main factors essential
to describe them and the way to quantify
useful attributes. But the problem is that it
isn't possible to provide matrices on a quality
attribute level (at least not for many of the

attributes) [10, 6]. Instead, lower Ilevel
attributes are introduced. They are not
exclusive for each attribute but could

influence any attribute positively, negatively or
not at all. For example, how the changeability
of a system can be measured or in other
words, what are the metrics needed to
measure it. By considering the previous
example, the main objective is to decompose
the concept of quality into a set of lower level
quality characteristics that are recognizable
properties of a product or service which refine
“quality” into something more concrete and
measurable.

In order to reach this goal, table 1 has
been constructed. The table aggregates the
most common dimensions and the most

of factors,

each other. The table is divided into many
parts as follows:

Part 1: Quality Characteristics: presents the
different attributes in the previous models by
decomposing them into more specific
attributes (factors, criteria, and metrics) as
presented in the lower part of the table:

1. Factors: the main factors represent the
behavioral characteristics of the system are
represented in fig. 8.

2. Criteria: is a group of attributes for a
quality factor related to software production
and design as presented in fig. 9.

3. Metrics: is a measure that captures some
aspect of quality criteria. The metrics used in
this model are described in fig. 10.

The relationships published in [8, 9, 11,
12, 19, 21 and 23 to 33] were summarized,
considering many types of interactions as
follow:

» "+" good value of one attributes result in
good value of the other (synergistic goals); If
character A is enhanced, then characteristic B
is likely to be enhanced

e "-" good value of one attributes result in
bad value of the other (conflicting goals); If
characteristic A is enhanced, then
characteristic B is likely to be degraded

e "0" the attributes do not affect each other;
if a characteristic A is enhanced, then
characteristic B is unlikely to be affected.

o '"X" the attributes affect each other, If a
characteristic A is enhanced, then
characteristic B is likely to be affected

o "H" relation between the attributes is high
e "L" relation between the attributes is low.

. . . e "M" relation between the attributes is
frequently included in the different model and . _—
classifies them into lower level as a hierarchy ) o )
criteria and metrics to let the attribute is identified by Dromey
factors needed to be measured too abstract attribute is identified by McCall
and directly measured. Also, the table . o o
presents all the relationships between the attribute is identified in ISO Model
attributes to identify the influence of them on attribute is identified by Boehm
1|2 g.gggg EEEE %Egggﬁgﬁg“ﬁgé%ﬁ%;
3|3 2| & H g AEIHEE gg HIE
8% ﬁﬁbgaﬁgéggg ;e 8|5
Fig. 8. Star model.
Alexandria Engineering Journal, Vol. 48, No. 6, November 2009

687



S. Tawfik, N. El-Mekky'/ Software quality models

Traceability
Comp letetess
Cors isterucy”
Storage Efficiency
Dccessibiliby
Operability
Traird
Corraeroamic st iwete s s
Simplicity
Conscisrceless
Frstnmrerdat ok
Self Descriptivreness
Exparudability
Crerer ality
Bodha iy
Indepervd et e
C orraruorality
Self - Cordainedness
Fobustress
Acconmitability
Stnacharedness
Legibility
Ansrentability:
Doonrerntatior
Aruoariatyr
Tire Beluwrior
Fesoarce Behanrior
Prodact Eequinerietds
Prodact Architechare
Design & Brplemendation
Itegration & Testing |
Prodact hlairderatice
Product Exporotrerterit
Baseline
Distribngedness

Fig. 9. Criteria presented in the model.

Part 2: It contains the relationships between
the factors to consider the effect that one
factor has on another when there is a change
in it occurs. It is gluey directly to part 1.

Part 3: identifies the main models used,
represents the levels in which each model is

Cross Refirence
Completeness checklist

Procecire and data Consistency
Processing / dita Usage Eifectiveness meaaume
Storage effectiveness messure
Arcess coritrol and sudit
User Tt / output Commmmricativeness
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Fig. 10. Metrics used in the model.

divided to and the factors related to each
model as shown in the following figure.

Part 4: it contains many properties that must
be taken into consideration when using each
factor. These properties shown in the following
figures are as follows:
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Fig.11. Relationships between criteria and metrics.
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Fig. 14. The framework properties.

1. Factor Types:

e External: refers to software execution. It is
measured and evaluated during tests in a
simulated environment. In general, Software'
users only care about the external qualities
because they affect them

e Internal: is the quality needed from the
internal perspective of the product, and it is in
the habit of remaining without alterations
unless the product is re-designed.

2. Cycle Processes: The model is classified
into two classes; the quality characteristics
that can be observable at runtime (that are
discernable at component execution time) and
the quality characteristics that can be
observable during the product life-cycle (that
are discernable at component and component-
based systems development).

3. Stakeholders involved: In order to know
the role of each stakeholders and the impact
of each one on the quality model components,
the stakeholders that have a relationship with
the system throughout its life cycle, are
identified. Also to solve the problem of who
should be responsible for such evaluation.

The weighted sum of the relations is used in
establishing the aggregation of the score for
the evaluation of software quality attributes.
The aggregation score is done for 2 levels:

1. Criteria Level: 37 metrics are used with
168 influences on the factors.

2. Factor Level: 29 factors are used.

The table is designed in this way to be
considered as a software manual to evaluate
each factor by decomposing it into many
criteria's which are defined using the metrics.
Also, using this table, at the design phase of
any model, can be used as a cross reference
manual to indicate the effect of each factor on
the others. So, the effect of any update on one
factor on the others factors can easily be
indicated. By combining the previous part, the

following framework is obtained as shown in
the above figure.

4. Conclusions

Several models, specializing in measuring
the quality of software products have been
described. The features of these models have
been studied, analyzed and their limitations
outlined. Specifically, Functionality of a
software product was not considered directly
by McCall’'s model. No suggestion about
measuring the quality characteristics has
been found in Boehm’s model. FURPS model
fails to take account of the software product’s
Portability. ISO 9126 has the limitation of not
showing very clearly how certain quality
aspects can be measured. The disadvantage of
Dromey’s model is associated with Reliability
and Maintainability. It is not feasible to judge
these two attributes of a system before it is
actually operational in the production area.

To overcome these limitations, all the
attributes that have been found in the
surveyed models have been presented from a
new perspective. They are classified into a sub
levels associated with metrics to facilitate
measuring them and the relationships among
them are also defined as shown in table 1.
This table can be used as a software manual
to describe and evaluate any software model.

In this work, effort has been done to
establish a classification framework for
software quality attributes. The relation
between all parts of this framework has been
explained and most of the quality attributes
that exist in the literature have been included.
The future work proposed is to apply this
framework in the Software applications
models according to these factors and these
criteria to propose the optimum software
metrics to enhance and evaluate any software
application.
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